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Abstract. This paper presents the current state of the RoboFEI Small
Size League team as it stands for RoboCup International Small Size
League competition 2019, in Sydney, Australia, as well as works that
are still under development. The paper contains descriptions of the me-
chanical, electrical and software modules, designed to enable the robots
to achieve playing soccer capabilities in the dynamic environment of the
Small Size League.

1 Introduction

For the RoboCup 2019, the RoboFEI team intends to use the same electronics
and mechanical design that have been used over the last years, as shown in
Figure 1. Some significant advances were made in our software and firmware,
which was verified in the XVII Latin American Robotics Competition (LARC).
We have also been able to assemble the first prototype of our new mechanical
structure. Our aim now is to improve the recently built software system and the
mechanical design. With our researches, we hope to bring innovations and new
ideas for the community.

2 Electronics

Since RoboCup 2014, RoboFEI’s team released the current electronic design as
open source to the community. All the schematics, layouts and firmware are
available on-line, under a Creative Commons license, in RoboFEI’s web-site
(www.fei.edu.br/robofei). Currently, the electronic hardware remains the same
update of last year, the components description are shown in table 1.

2.1 Updated Wheel Control System

We currently use a distributed control system, where, some decisions and con-
trolling actions are made in the high-level AI software, such as determining which
velocity the robot should move to reach a desired point in the field, and another



Fig. 1. RoboFEI’s Robot.

Table 1. Current Electronic Description.

Device Description

Main Board CPU: Xilinx Spartan 3 FPGA operated with 50 MHz clock

MOSFET Driver TC4427 working with IRF7389 MOSFET

Current Sensor ACS712 with A/D converter AD7928

Kick Board Boost converter topology.

Kick Storage Two capacitors of 2700 µF, in parallel, charging up to 160V in 16s.

Kick MOSFET IRFSL427, Id 72A DC.

Driving Motor Maxon,EC-flat-45 50W with hall sensor.

Dribbling Motor Maxon EC-max-22 25W with hall sensor.

Ball Sensor TEFT4300 infra-red emission diode and photo diode pair.

Communication nRF24L01 transceiver, 2 Mbps, 2.4/2.5 GHz.

Power Supply LiPo, 3-cells (11.1V ) and 2250 mAh capacity.

part of the control is done in the embedded firmware. To improve the perfor-
mance of the robot it was studied and delimited what each part should do and
how.

We fixed that all robots should receive its movement information in its own
referential as Vx, Vy and ω̇, which are its velocities on X, Y axes and the angular
velocity on its own axis respectively. The referential used was that the Y axis
is perpendicular to the front of the robot and the X axis is to the right of the
robot.

In order to do this, all of the kinematics were remodeled and programmed
into the firmware, this can be seen in Equation 1.
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Where vi is the velocity for each of the four wheels and φ is the angle of each
wheel, which in our case is 33o for the old structure and 32o for the new one.

We also parameterized all velocity values on firmware and high-level soft-
ware to work on the range from −100 to +100, where each 10 units represents
approximately 0.2m/s for the X and Y axis.

To obtain the transfer function of the motor we’ve used its data sheet. The
transfer function used by the team is shown in Equation 2 and was implemented
using MATLAB and Simulink.

θ̇(s)

V (s)
=

33.5 ∗ e+ 3

77.355 ∗ e− 4 ∗ s2 + 13.203 ∗ s+ 1122.25
(2)

Where θ̇(s) is the angular velocity of the motor, V (s) is the voltage applied,
e is the Euler constant and s is the Laplace complex variable.

The step response in open loop of the system is shown in Figure 2(a) and in
closed loop in Figure 2(b). Where the red curve is the system output and the
blue one is the step input.

(a) Open loop (b) Closed loop

Fig. 2. Step response.

Utilizing the recommendations for sintonizing controllers it is possible to have
zero steady-state error and decrease the overshoot in closed loop [2]. The system
output in closed loop with a PI controller can be seen in Figure 3.Where the red
curve is the system output and the blue one is the step input.



Fig. 3. System ouput after sintonizing the controllers.

The overshoot right after the step occurs given that there is no load on the
motor and is not relevant to the performance of the robot. The equation of the
controller can be seen in Equation 3.

u(s) = 3 +
5

s
(3)

And the gains are: P = 3 and I = 5.
We’ve noticed that after the new controller we are able to reach higher ve-

locities than before while maintaining control of the robot.

3 Mechanics

We’ve developed a new mechanical structure last year, however it still needs some
adjustments before testing in an actual game. The new structure is in most part
made of 3D printing, which makes our robots lighter, faster and cheaper than
the old ones. The new structure can be seen in Figure 4. Currently we aim to
participate in division A and be a competitive team in it, to achieve this most
of our effort are in reducing the cost to produce more robots whilst maintaining
its quality, in order to reach eleven robots.

Our new structure is based on a methodology called Reliability-Centered
Maintenance (RCM). It is defined in [3] that RCM is a process used to determine
what must be done to ensure that any structure continues to do what the users
want throughout its whole life cycle.

The main results expected when using RCM are: improvement in the quality
of the product, greater efficiency in maintenance and longer life cycle for ex-
pensive actives [3]. All of these aspects have great importance in our case where



Fig. 4. Exploded view of the new structure.

maintenance time is crucial between games and there are a lot of expensive parts
in our robot, for example, the motors and some machined parts.

Using this methodology the new structure has reduced the maintenance time
in 14% and now includes the directional kick. Since we plan on having eleven
robots in the future, it’s important that the maintenance of each doesn’t take
much time.

Fig. 5. Final geometry of the encoder support in blue.



Changes were made on the encoder support in order to avoid their misalign-
ment, the new support can be seen in Figure 5, they are now fixed by two rods
in the lower part of the motor support, this way we avoid shocks caused by other
robots to interfere with the encoders. The support must be made of aluminum
since the encoder plate holes comes from the manufacturer with 2.5mm metric
threads, since after a few tests with 3D printing we found that trying to print
threads smaller than 3mm would not give us a good result no matter how we
did the configuration of the printer.

4 Software

As said in our latest TDP [4], we were developing a whole new software for the
team. Now we are almost done implementing all the basic functions needed, a
few of the new features will be shown here.

4.1 Software Structure

Given that handling all the interface events can use quite a lot of processing
in some situations, therefore we’ve decided to have multiple threads handling
certain parts of our software. In the current moment we have three threads in
total, in which, the first is used to handle everything related do the interface,
receiving data from the SSL Vision and SSL Refbox, sending and receiving data
to the robots. The second thread is used to process the states of the game, Referee
commands, calculate the positioning of the robots, decide which robot should be
a defender or attacker, calculate the position of the goalie and trajectory of each
robot using the path-planner. And the third thread is used only to maintain a
real-time loop for the motion control of the robots.

Fig. 6. Current software structure.

We still aren’t using a sophisticated controlling technique to control the posi-
tion of our robots, but in a near future when it is implemented there will already



be a functional environment to run the controller, currently this real-time loop
runs in an interval of less than 15ms, and it is fixed that it will only return an
information in the end of this period, this guarantees for us that approximately
every 15ms our robots are receiving information correcting their velocities. In
the Figure 6 is it illustrated how this structure works.

4.2 User Interface

Some problems we’ve had with our past software versions were the lack of orga-
nization on the interface and absence of configurable characteristics of the robots
and skills.

The new software has only three tabs. The first is the tab used in game
game, it contains the image of the field, some information’s about the robots,
like battery level, kick sensor and current skill, this tab can be seen in the Figure
7. The second tab is used for configuration of all the parameters available, a few
of them are, serial port of the radio, SSL Vision and SSL Referee connection
parameters, some constants used in skills and many others, this tab can be seen
in Figure 8. The third tab is completely dedicated to do various tests with our
robots, this facilitates discovering bugs in the software and mechanical/electronic
problems with the robots such as bad contact in some connections of the board,
this tab can be seen in Figure 9.

Fig. 7. In game tab.



Fig. 8. Configuration tab.

Fig. 9. Testing tab.

4.3 New Positioning System

The PSO proposed by [5] is an optimization algorithm based on a population of
particles that have obtained recognition in the solution of several problems, with
simplicity and using few computational resources. The PSO algorithm objective
finds an optimal solution in a search space, through the exchange of information



between individuals of a population determining which trajectory each individual
should take in the search space.

The velocity V and the position P of the particles is updated from the equa-
tions 4 e 5 respectively:

Vir(t+ 1) = ωVir(t)+
c1r1(pbest(ir, t) − Pir(t)) + c2r2(gbest(t) − Pir(t))

(4)

Pir(t+ 1) = Pir(t) + Vir(t+ 1) (5)

Where V denotes velocity, ir is the robot r from particle i, ω is the inertia
factor used to balance global and local exploration, r1 (cognitive part) r2 (social
part) are randomly distributed in the range [0, 1], and c1 (confidence parameter
for the cognitive part) and c2 (confidence parameter for the social part) are
constant parameters called acceleration coefficients.

According to [6], a soccer match is divided into two attitudinal concepts:
defense and attack. Being that defense of a team must a) cancel the finishing
situations, b) recover the ball, c) prevent the opponent from progressing, d)
protect the goal and e) reduce the opponent’s playing space; and in the attack:
a) maintain possession of the ball, b) build offensive actions, c) progress through
the opponent playing field, d) create situations of finalization and e) finalize in
the opponent’s goal. These attitudinal concepts and other tactical principles will
be prioritized in the development of objective functions applied to the defense
positioning.

To test the possibility of applying the PSO algorithm, in LARC 2018 some
mathematical functions were implemented to search for defense positions accord-
ing to the following rules:

– The minimum distance of the robots in relation to the opponent to make it
difficult to move and the possibility of receiving or making passes or kick to
goal;

– If the view of the robots in relation to a certain point (in this case, the goal)
is blocked;

– If all opposing robots have at least one allied robot blocking the view of the
goal, prioritizing the opposing robot with possession of the ball.

Initially, the grSim simulator [7] was used to validate the proposal in a real
game situation as seen on Figure 10.

The algorithm runs every 200ms and the previous solution is always passed
to the new run. The algorithm returns the positions of the robots and the strat-
egy system decides which robot moves to each position (based on the shortest
distance).



Fig. 10. grSim.

Tests conducted during LARC 2018 have shown that this approach can be
used to find field placements during an SSL soccer game, especially in non-
stop play. However, with the active game it is necessary to predict the possible
movements of the opposing robots to calculate the future positioning of the
robots of the team, being this the main challenge for the next competition.
Other objective functions are being developed and tested to improve defense
positioning (without possession of ball) and also in attack (with possession of
ball).
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